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Abstract: Reengineering is one of the key concepts in software maintenance and evolution. It generally includes some
form of reverse engineering followed by some form of forward engineering or restructuring. In the paper we
focus on database reverse engineering. Model-driven software engineering promotes the idea of abstracting
implementation details by focusing on: models as first class entities and automated generation of models or
code from other models. In the approach meta-models are used to define the modeling languages. A database
reverse engineering process can benefit of integrating meta-modeling and meta-models in the process. The
plethora of models related to databases points out to the need and importance of model-to-model transformations
between these models at different abstraction levels. These transformations are based on meta-models that are
conformed by the source and target models of the transformations. A database reverse engineering process can
be performed through a chain of model-to-model transformations based on a set of meta-models. In the paper
we discuss the importance of meta-modeling in the context of database reverse engineering and present a case
study illustrating an approach to database reverse engineering.

Keywords: database reverse engineering « model-driven software engineering * meta-models * intensional database meta-
models.
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1. Introduction

Reengineering is one of the key concepts in software maintenance and evolution. It generally includes some form of
reverse engineering followed by some form of forward engineering or restructuring. Chikofsky and Cross define reverse
engineering as the process of analyzing a subject system aimed to: i) identify the system’'s components and their
interrelationships and ii) create representations of the system in another form or at a higher level of abstraction [1].
Previous researches on information system (IS) reengineering have made great achievements concerning: the forward
engineering, the identifying of system’s components and their interrelationships and the creation of representations of
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a system in another form. But, they have not yet been successful enough in creating representations of the system at a
higher level of abstraction.

Model-driven approaches to software development increase the importance and power of models. Model is no longer
just a bare image of a system taken at the end of design process used mostly for the communication and documentation
purposes. Model-driven software engineering (MDSE) promotes the idea of abstracting implementation details by
focusing on: models as first class entities and automated generation of models or code from other models.

Each model is expressed by the concepts of a modeling language. Meta-models are used to define the modeling
languages. In that way, a meta-model of a modeling language defines a set of valid models expressed by the concepts
of that language. These models are said to be conformant to the meta-model. OMG’s Model-Driven Architecture (MDA)
[2] currently is the most mature formulation of MDSE paradigm. The OMG’s Meta Object Facility (MOF) defines
the metadata architecture that lies at the heart of MDA'. MOF is used to define semantics and structure of generic
meta-models or domain specific ones.

A complex system may consist of many interrelated models organized through different levels of abstraction. Each of them
is conformant to a meta-model. A chain of model-to-model (M2M) transformations should be completed starting from an
initial model at the highest level of abstraction (Platform Independent Model, PIM), through the less abstract models,
with different levels of platform specificity (Platform Specific Models, PSMs), and resulting in an executable program
code that represents a model at the lowest level of abstraction (fully PSM). These M2M transformations transform a
model conformant to a meta-model into another one conformant to a different meta-model. An MDSE process should
cover: modeling that produces description models from existing systems; forward engineering that produces specification
and prescription models; and reverse engineering that produces description models from engineered software systems.
Favre [3] emphasizes the importance of reverse engineering and its integration with forward engineering in MDSE
process to support a smooth evolution of software.

A reverse engineering process (and consequently a whole reengineering process, too) can benefit of integrating the
meta-modeling and meta-models in the process.

In the paper we focus on database reverse engineering. Relational or object-relational (OR) databases are a common
source of reverse engineering. Starting from physical database schema, recorded into relational database schema
(RDBMS) data repository, the conceptual database schema (entity-relational (ER) or extended entity-relational (EER)
database schema e.qg.) or logical database schema (based on the relational data model e.g.) could be extracted. Both of
them are at a higher level of abstraction then the baseline physical database schema. The plethora of models related
to databases points out to the need and importance of M2M and model-to-text (M2T) transformations between these
models at different abstraction levels. These transformations are based on meta-models that are conformed by the source
and target models of the transformations.

In the paper we discuss the importance of meta-modeling in the context of database reverse engineering. Apart from the
Introduction and Conclusion, the paper has four sections. In Section 2 a review of different database models important
in database reengineering process is given. A database reverse engineering scenario is presented in Section 3. An
example of a M2M transformation may be found in Section 4. Related work is elaborated in Section 5.

2. Database models

Software development process produces numerous models of complex application artifacts. In the paper we focus on
models relating to databases. For these models we use a generic name database models.

A database is a collection of related data stored on some storage medium controlled by the database management
system (DBMS). DBMS supports data abstraction so that different users can use data at preferred level of detail. The
description of database that is specified during database design is called database schema. A data model provides the
means to achieve data abstraction and to express database schema. According to Date and Darwen definition [4] revised
by Eessaar [5]: "A data model is an abstract, self-contained, implementation-independent definition of elements of a
4-tuple of sets (T, S, O, C) that together make up the abstract machine with which database users interact, where T is a

1 Meta-Object Facility, [Online] Available: http://www.omg.org/mof|. (retrieved February, 2014)
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set of data types; S is a set of data structure types; O is a set of data operation types; C is a set of integrity constraint
types.” Numerous data models are proposed. Elmasri and Navathe classify data models according to the types of concepts
they use to describe the database structure, as follows: i) high-level or conceptual data models; ii) representational or
implementation data models, and iii) low-level or physical data models [6]. ER, EER and object-oriented (OO) data
models are conceptual data models and they are used for conceptual database schema design. Relational and OR data
models are used predominantly for logical (implementation) database schema design and database implementation. A
database schema is a model of a database and has to conform to a data model. A DBMS is based on a data model, too.
Hence, there are relational DBMS and OR DBMS, e.g.

Relational data model is a superior logical data model and the acceptance of RDBMSs is widespread, too. Structured
Query Language (SQL) is currently available in most commercial and open-source RDBMSs. It is also the focus of a
continuous standardization process, resulting in SQL standards (the current revision is: SQL:2011, ISO/IEC 9075:2011).
However, issues of SQL code portability between major RDBMS products still exist due to a lack of full compliance with
the standard and proprietary vendor extensions. Therefore, even the mapping between SQL database schemas extracted
from RDBMS data repository of different vendors may be a serious problem. Forasmuch variety of relational database
schema models we classify them as: generic, standard physical and vendor specific physical database schemas. Generic
database schemas conform to the theoretical relational data model. Standard physical database schemas conform to a
relational data model specified in an SQL standard. A vendor specific physical database schema conforms to a vendor
specific data model.

One possible scenario of a database reengineering process could consist of following activities.

1. Reverse engineering activities:

(@) a physical database schema extraction from a legacy database,
(b) a generic relational database schema generation from the physical database schema, and

(c) a platform independent database schema generation from the generic relational database schema.
2. Restructuring and improving of the platform independent database schema.
3. Forward engineering activities:

(a) new generic relational database schema generation from the restructured and improved platform independent
database schema,

(b) a vendor specific SQL script generation from the new generic relational database schema, and

(c) execution of generated SQL code under the vendor specific RBMS.

Several M2M and M2T transformations have to be specified to automate the aforementioned scenario. For example, the
transformation in step 1.b will be based on meta-model of a generic relational database schema and on meta-model of
a vendor specific physical database schema. The transformation in step 1.c will be based on meta-model of a platform
independent database schema and on the meta-model of a generic relational database schema.

In our paper [7] we have proposed a classification of database meta-models and distribution of database meta-models
and database models across the MOF level stack. An adapted version of the classification, from [8], is presented in
Fig. 1.

3. A database reverse engineering scenario

Through a number of research projects lasting for several years, we developed the 11S*Studio development environment
aimed at forward IS engineering process. Our approach is mainly based on MDSE and DSL (Domain Specific Language)
paradigms. The main idea is to provide the necessary PIM meta-level concepts to IS designers, so that they can
easily model semantics in an application domain. Afterward, a number of formal methods and complex algorithms
may be utilized to produce database schema specifications and IS executable code, without any considerable expert
knowledge. The main purpose of 11S*Studio is to provide a chain of necessary M2M and M2T transformations, so as
to generate fully functional transaction programs and applications that are executed over a database. Modeling of a
system by 11IS*Studio is performed at a high level of abstraction, but with a usage of the concepts that are domain
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Figure 1. A classification of database meta-models [8].

specific for IS development. Such software specifications can be used as a sound basis for the generation of DDL
(Data Definition Language) database schema specifications and fully executable application prototypes. A detailed
description of 11S*Studio modeling concepts can be found in [9] and a MOF based meta-model of 11IS*Studio PIM
concepts is presented in [10]. The [IS*Studio database meta-model is positioned at M2 MOF level in column (2) of the
classification presented in Fig. 1. Here we sketch a database reverse engineering scenario that can be integrated with
our [IS*Studio, so as to extend its functionality with support for database reverse engineering process.

Reverse engineering is the process of analyzing a subject system to create representations of the system at a higher level
of abstraction. Currently, relational or object-relational databases are at the core of most company’s information systems,
hosting critical information for the day to day operation of the company. The knowledge captured in them can serve as
an important resource in a legacy information system modernization projects and they are a common source of reverse
engineering process. Starting from physical database schema, recorded into relational database schema data repository,
the conceptual database schema or logical database schema could be extracted. In our approach we start from a legacy
relational database and through a process of model extraction, model semantic enrichment and M2M transformations
we generate PIM conformant with [IS*Studio meta-model. Once we get an [IS*Studio database schema conformant with
[IS*Studio meta-model, 11IS*Studio development environment may be used to perform forward engineering process. In
the process, an improved database schema and fully functional transaction programs and applications are generated.
They are to be executed over a database that is an instance of reengineered database schema.

In Fig. 2 an activity diagram of suggested database reverse engineering process is presented. The first step is model
extraction from legacy database (lane 1 in Fig. 2). Let us assume that it is a database instance of an Oracle 10g database
schema of University information system. The database instance is positioned at MO level in column (5) and the Oracle
10g database schema of University information system is at M1 level in column (5) of the database model classification
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Figure 2. An activity diagram of a database reverse engineering process.

presented in Fig. 1. A physical database schema, recorded into relational database schema data repository is captured
into a model conformant with RDBMS meta-model.

At this stage it is possible to improve extracted model through the process of searching and resolving problems with
homonyms and synonyms. Additional constraints, which are not specified in the data dictionary, may be discovered in
the database instance and specified using concepts of RDBMS meta-model, too. These activities are presented in lane
2 in Fig. 2.

Generally, lane 3 in Fig. 2 is optional. If the activities from lanes 1, 2 and 4 are performed in the same technological
space then there is no need for the activities in lane 3 to be executed. In the case of our 1IS*Studio the activities
from lanes 1 and 2 are implemented in Oracle] Developer environment. On the other side, in the purpose of specifying
and managing meta-models we have used the Eclipse Modeling Framework (EMF), Eclipse Juno 4.2.1. and OCL 3.2.1.
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Transformations are implemented in ATL IDE (ATLAS Transformation Language Integrated Development Environment),
version 3.3.12. Therefore, the activities (M2M transformations) in lane 4 are implemented in a different technological
space. The interface between these technological spaces is realized via XML specifications that are created in lane 3.
M2M transformations presented in lane 4 are aimed at transformations of a vendor specific physical database schema
(an Oracle 10g database schema of UniversityDb IS — UNIORA, bolded model in column (5) in Fig. 1, e.g.), via a generic,
logical relational database schema (a generic relational database schema of UniversityDb IS — UNIRDBS, bolded model
in column (3) in Fig. 1, e.q.), into a conceptual database schema (an 11IS*Studio database schema of UniversityDb 1S —
UNIIIS, bolded model in column (2) in Fig. 1, e.g.). In the following section an example of an M2M transformation is
presented.

4. Case study

In this section an example of UNIORA2UNIRDBS transformation based on database meta-models will be presented.
UnivesityDb database instance is system under study (SUS) consisting of two tables: University with columns Unild, Un-
iName and UniCity; and Faculty with columns Unild, Facld, FacShortName, FacName and Dean. UNIORA2UNIRDBS
transformation transform vendor specific physical database schema into generic, relational database schema. Parts of
Oracle 10g database schema meta-model and generic relational database schema meta-model are presented in Fig. 3.

H Database @

H RelationalDBSchemal®]

o (from ConstraintRDM

Taples
g.»
HTable [
from rdbmsmm RelatiohSchemes MRCaopstraints
FKT§ble
1 1. 0.*
RefesTo H RelationScheme[@ B ManyRelationCon )
from nstraintRDM) from ConstraintRDM
Tab|eFKs 1
H Foreignkey @

a) A part of Oracle 10g database schema | b) A part of generic relational database schema meta-
meta-model model

Figure 3. Database schema meta-models.

In Fig. 4 ATL rule for mapping Database onto RelationalDBSchema is presented. It uses two ATL helper methods to
find foreign key constraints and to find inverse referential constraints. These helper methods are presented in Fig. 5
and Fig. 6, respectively. Fig. 7 contains the source and target models of UNIORA2UNIRDBS transformation.

2 Eclipse Foundation, "ATL (ATLAS Transformation Language) Project, ATL/User Guide”, available at:
http:/|/wiki.eclipse.org/ATL[User_Guide, 2010 (retrieved February, 2014)
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rule Database2RDBSchema {
from
db : RDBMS!Database
to
out : RM!RelationalDBSchema (
Name <- db.Name,
RelationSchemes<-db.Tables,
MRConstraints <-
db.getAl1FKsForDB() .union(thisModule.getCandidateForIRIC()->
collect(e | thisModule.FK2IRIC(e}))
)}

Figure 4. ATL rule for mapping Database into RelationalDBSchema concept.

helper context RDBMS!Database def: getAllFKsForDB() : Set(RDBMS!ForeignKey) =
self.Tables -> collect(e | e.TableFKs);

Figure 5. ATL helper for foreign key constraints finding.

helper def: getCandidateForIRIC(): Set(RDBMS!ForeignKey) =
RDBMS |ForeignKey.allInstances()->select(e| e.InverseReferentialIntegrityCon);

Figure 6. ATL helper for inverse referential constraints finding.

4 |4 platform:/resource/Thesis/University.rdbmsmm
4+ RDBMS Oraclellg
4 4 Database UniversityDb
4 User Defined Data Type D_Name

a o platform:/resource/Thesis/University.constraintrdm
4 4 Project Project_Oraclellg
¢ URS URS
4 < Relational DB Schema UniversityDb

4 4 Table University
4 Primary Key Con PK_University
4 Column Unild
4 Column UniName
4 Column UniCity

a 4 Relation Scheme University
4 Key Con PK_University
4 Not Null Attr Unild
< Not Null Attr UniName

4 4 TableFaculty <4 Null Attr UniCity
4 Foreign Key FK_Faculty_University 4 4 Relation Scheme Faculty
4 Primary Key Con PK_Faculty 4 Key Con PK_Faculty
4 Column Unild <4 Not Null Attr Unild
+ Column Facld 4 Not Null Attr Facld

4 Column FacShortName
% Column FacName

<4 Not Null Attr FacShortName

<4 Mot Null Attr FacName

4 Column Dean 4 Mull Attr Dean

4 Referential Integrity Con FK_Faculty University

a) Model of a part of QOracle 10g database schema b) Model of a part of generic relational database
schema

Figure 7. The source and target models of UNIORA2UNIRDBS transformation.

It can be seen that Database UniversityDb concept is mapped into the RelationalDBSchema UniversityDb concept.
Tables University and Faculty are mapped into the Relation Schemes University and Faculty, respectively. Columns
are mapped into Not Null or Null Attr concepts with corresponding names, and Primary Key Con concepts into Key
Con concepts with corresponding names. New concept Referential Integrity Con of target meta-model corresponds to
Foreign Key concept of source meta-model.

5. Related work

Database reverse engineering is widely spread area of research and there is a huge number of references covering
it. Hainaut et al. describe main steps of database reverse engineering [11]. According to them extraction of database
structure is a process inverse to physical database schema design of forward process, while conceptualization is in a great
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extent inverse to logical database schema design. They emphasize that most system forward and reverse engineering
activities are transformational in nature, i.e. that they can be modeled as chains of schema transformations. Several
authors based their research on reverse engineering descriptions in [11]. Perez et al. [13] and Boronat et al. [12] create
OO conceptual database schema from the relational data dictionary.

Atzeni, Cappellari and Gianforme in [14] propose a framework focused on schema mappings. The proposal is based on a
relational database formal basis, but the usage of a new meta-meta-model (known-as Supermodel), different from MOF,
makes it hard to develop bridges towards the universe of MOF-compliant proposals.

Gogolla et al. [15] have sketched how syntax and semantics of the ER and relational data model and their transformation
can be understood as platform independent and platform specific models. Presented ER and relational meta-models are
very simple and cannot be classified according meta-model classification presented in our work.

Fidalgo et al. in [16] present meta-model of enhanced ER data model. It can be classified as conceptual database
schema meta-model.

Polo, Garcia-Rodriguez and Piattini [17] present the technical and functional descriptions of a tool designed specifically
for database reengineering. In the case study they propose simplified relational and object-oriented meta-model. Vara
et al. [18] have implemented an ATL model transformation that generates an OR database model from a conceptual data
model and a MOFScript model-to-text transformation that generates the SQL code for the modeled database schema.
As part of the proposal they have defined a MOF-based Domain Specific Language (DSL) for OR database modeling as
well as a graphical editor for such DSL. They presented Oracle 10g meta-model that can be classified as vendor-specific
physical database schema meta-model according to the classification presented in our paper.

Lano and Kolahdouz-Rahimi [19, 20] presented case study of UML to relational database model transformation. In the
context of relational database schema meta-model presented in our paper the relational database meta-model presented
in [19] and [20] is rather simplified and does not differentiate between standard and vendor specific constructs.

In [21] a process is proposed to automatically generate Web Services from relational databases. SQL-92 meta-model has
been used to represent the database model, that can be classified as standard physical database schema meta-model
according to the classification presented in our paper.

Calero et al. [22] have introduced SQL:2003 meta-model that can be seen as a standard database schema meta-model.
Cabot et. al. present a new method for the analysis of declarative M2M transformations based on the automatic extraction
of OCL invariants implicit in the transformation definition [23]. In a case study, they used simplified UML class meta-
model, that can be classified as a generic database schema meta-model according to the classification presented in our
paper.

Guerra et al. have presented transML, a family of languages to help building transformations using well-founded
engineering principles [24]. They presented platform meta-model, meta-model of the specification languages and mapping
meta-model. In the paper [5] Eessaar explained why it is advantageous to create meta-model of a data model. He
demonstrated that a meta-model could be used in order to find similarities and differences with other data models.
The importance of generic models is also emphasized by Atzeni, Gianforme and Cappellari in [25]. They have shown
how a meta-model approach can be the basis for numerous model-generic and model-aware techniques. They presented
a classification of data model constructs and their distribution beyond six data models.

Beggar, Bousetta and Gadi [26] propose a reverse engineering process based on MDSE that presents a solution to
provide a normalized relational database which includes the integrity constraints extracted from legacy data. They
extract entirely the description of legacy data from only source code and physical files. COBOL file section meta-model
is proposed, that can be classified as generic file schema meta-model.

The application of categorical structures as expressing tool for differential calculus and its possible application for formal
descriptions of models at varying levels of abstraction is discussed in [27]. Alongside with the formal methods presented
in [28] and [29] these results may be used to enable formal specification of M2M transformations based on meta-models.

6. Conclusion

The abstract syntax of a modeling language is formalized by means of a meta-model, which also serves as a basis to
interchange and transform models. Meta-models are crucial for both model designers and tool developers. In the paper
we discuss the importance of meta-models in database reverse engineering process. We proposed a database reverse
engineering scenario based on database schema meta-models and presented an M2M transformation between physical
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database schema and generic relational database schema. Our classification and distribution of database models across
the MOF level stack enables systematic approach for mapping specification between different models/meta-models and
development of appropriate M2M or M2T transformations.

In order to do that, corresponding meta-models have to be specified. Some of these meta-models are already designed
[7, 30]. We use these meta-models to develop a chain of M2M transformations starting with a legacy relational database
schema and to integrate them with our 1IS*Studio development environment. The chain of these transformations will
enable reverse engineering, while 11S*Studio tool will be used for forward engineering and generating executable
application prototypes.

Meta-models that we presented in this paper are intensional meta-models. Our future research has to consider ex-
tensional database meta-models, too. Besides, we plan to upraise the level of abstraction and to specify meta-models
of different data models as the basis for PIM of M2M transformations between database meta-models conformant with
different data models meta-models.
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